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版权声明：本文为博主原创文章，未经博主允许不得转载。

[**spring**](http://lib.csdn.net/base/javaee) boot集成了servlet容器，当我们在pom文件中增加spring-boot-starter-web的maven依赖时，不做任何web相关的配置便能提供web服务，这还得归于spring boot 自动配置的功能（因为加了EnableAutoConfiguration的注解），帮我们创建了一堆默认的配置，以前在web.xml中配置，现在都可以通过spring bean的方式进行配置，由spring来进行生命周期的管理，大多数情况下，我们需要重载这些配置（例如修改服务的启动端口，contextpath,filter,listener,servlet,session超时时间等）

      1. servlet配置

     当应用只有默认的servlet（即DispatcherServlet）时，映射的url为/,存在其他的servlet时，映射的路径为servlet的注册的beanname(可通过@Component注解修改)，创建方式如下：

**[java]** [view plain](http://blog.csdn.net/yxsimple/article/details/46771123) [copy](http://blog.csdn.net/yxsimple/article/details/46771123)

1. @Component("myServlet")
2. **public** **class** MyServlet **implements** Servlet{
3. /\*\*
4. \*
5. \* @see javax.servlet.Servlet#destroy()
6. \*/
7. @Override
8. **public** **void** destroy() {
9. System.out.println("destroy...");
10. }
11. /\*\*
12. \* @return
13. \* @see javax.servlet.Servlet#getServletConfig()
14. \*/
15. @Override
16. **public** ServletConfig getServletConfig() {
17. **return** **null**;
18. }
19. /\*\*
20. \* @return
21. \* @see javax.servlet.Servlet#getServletInfo()
22. \*/
23. @Override
24. **public** String getServletInfo() {
25. **return** **null**;
26. }
27. /\*\*
28. \* @param arg0
29. \* @throws ServletException
30. \* @see javax.servlet.Servlet#init(javax.servlet.ServletConfig)
31. \*/
32. @Override
33. **public** **void** init(ServletConfig arg0) **throws** ServletException {
34. System.out.println("servlet init...");
35. }
36. /\*\*
37. \* @param arg0
38. \* @param arg1
39. \* @throws ServletException
40. \* @throws IOException
41. \* @see javax.servlet.Servlet#service(javax.servlet.ServletRequest, javax.servlet.ServletResponse)
42. \*/
43. @Override
44. **public** **void** service(ServletRequest arg0, ServletResponse arg1) **throws** ServletException,
45. IOException {
46. System.out.println("service...");
47. }

    2. filter配置

    filter配置的映射是/\*，创建方式如下：

**[java]** [view plain](http://blog.csdn.net/yxsimple/article/details/46771123) [copy](http://blog.csdn.net/yxsimple/article/details/46771123)

1. @Component("myFilter")
2. **public** **class** MyFilter **implements** Filter{
3. /\*\*
4. \*
5. \* @see javax.servlet.Filter#destroy()
6. \*/
7. @Override
8. **public** **void** destroy() {
9. System.out.println("destroy...");
10. }
11. /\*\*
12. \* @param arg0
13. \* @param arg1
14. \* @param arg2
15. \* @throws IOException
16. \* @throws ServletException
17. \* @see javax.servlet.Filter#doFilter(javax.servlet.ServletRequest, javax.servlet.ServletResponse, javax.servlet.FilterChain)
18. \*/
19. @Override
20. **public** **void** doFilter(ServletRequest arg0, ServletResponse arg1, FilterChain arg2)
21. **throws** IOException,
22. ServletException {
23. System.out.println("doFilter...");
24. arg2.doFilter(arg0, arg1);
25. }
26. /\*\*
27. \* @param arg0
28. \* @throws ServletException
29. \* @see javax.servlet.Filter#init(javax.servlet.FilterConfig)
30. \*/
31. @Override
32. **public** **void** init(FilterConfig arg0) **throws** ServletException {
33. System.out.println("filter init...");
34. }
36. }<span style="font-family: Arial, Helvetica, FreeSans, sans-serif; font-size: 13.3333330154419px; line-height: 17.3333339691162px; background-color: transparent;">   </span>

    3. listener配置

**[java]** [view plain](http://blog.csdn.net/yxsimple/article/details/46771123) [copy](http://blog.csdn.net/yxsimple/article/details/46771123)

1. @Component("myListener")
2. **public** **class** MyListener **implements** ServletContextListener{
3. /\*\*
4. \* @param arg0
5. \* @see javax.servlet.ServletContextListener#contextDestroyed(javax.servlet.ServletContextEvent)
6. \*/
7. @Override
8. **public** **void** contextDestroyed(ServletContextEvent arg0) {
9. System.out.println("contextDestroyed...");
10. }
11. /\*\*
12. \* @param arg0
13. \* @see javax.servlet.ServletContextListener#contextInitialized(javax.servlet.ServletContextEvent)
14. \*/
15. @Override
16. **public** **void** contextInitialized(ServletContextEvent arg0) {
17. System.out.println("listener contextInitialized...");
18. }
20. }

如果觉得控制力度不够灵活（例如你想修改filter的映射），spring boot还提供了 ServletRegistrationBean，FilterRegistrationBean，ServletListenerRegistrationBean这3个东西来进行配置

    修改filter的映射

**[java]** [view plain](http://blog.csdn.net/yxsimple/article/details/46771123) [copy](http://blog.csdn.net/yxsimple/article/details/46771123)

1. @Configuration
2. **public** **class** WebConfig {
3. @Bean
4. **public** FilterRegistrationBean filterRegistrationBean(MyFilter myFilter){
5. FilterRegistrationBean filterRegistrationBean = **new** FilterRegistrationBean();
6. filterRegistrationBean.setFilter(myFilter);
7. filterRegistrationBean.setEnabled(**true**);
8. filterRegistrationBean.addUrlPatterns("/bb");
9. **return** filterRegistrationBean;
10. }
11. }

   4. 配置servlet 容器

    可以通过两种方式配置servlet容器，一种是通过properties文件，例如：

**[java]** [view plain](http://blog.csdn.net/yxsimple/article/details/46771123) [copy](http://blog.csdn.net/yxsimple/article/details/46771123)

1. server.port=8081
2. server.address=127.0.0.1
3. server.sessionTimeout=30
4. server.contextPath=/springboot

完整的配置信息可以看这 <http://github.com/spring-projects/spring-boot/tree/master/spring-boot-autoconfigure/src/main/java/org/springframework/boot/autoconfigure/web/ServerProperties.java>

    另一种方式是**[Java](http://lib.csdn.net/base/java" \o "Java 知识库" \t "_blank)**代码的形式：

**[java]** [view plain](http://blog.csdn.net/yxsimple/article/details/46771123) [copy](http://blog.csdn.net/yxsimple/article/details/46771123)

1. @Component
2. **public** **class** MyCustomizationBean **implements** EmbeddedServletContainerCustomizer  {
3. /\*\*
4. \* @param container
5. \* @see org.springframework.boot.context.embedded.EmbeddedServletContainerCustomizer#customize(org.springframework.boot.context.embedded.ConfigurableEmbeddedServletContainer)
6. \*/
7. @Override
8. **public** **void** customize(ConfigurableEmbeddedServletContainer container) {
9. container.setContextPath("/sprintboot");
10. container.setPort(8081);
11. container.setSessionTimeout(30);
12. }
14. }

   5. error 处理

   spring boot 提供了/error映射来进行错误处理，它会返回一个json来对错误信息进行描述（包含了http状态和异常信息）,例如404的错误

![http://img.blog.csdn.net/20150706101501615?watermark/2/text/aHR0cDovL2Jsb2cuY3Nkbi5uZXQv/font/5a6L5L2T/fontsize/400/fill/I0JBQkFCMA==/dissolve/70/gravity/Center](data:image/png;base64,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)

     当然可以定制错误页面，通过实现ErrorController接口，并将它装配起来即可，如下：

**[java]** [view plain](http://blog.csdn.net/yxsimple/article/details/46771123) [copy](http://blog.csdn.net/yxsimple/article/details/46771123)

1. @Controller
2. **public** **class** ErrorHandleController **implements** ErrorController {
3. /\*\*
4. \* @return
5. \* @see org.springframework.boot.autoconfigure.web.ErrorController#getErrorPath()
6. \*/
7. @Override
8. **public** String getErrorPath() {
9. **return** "/screen/error";
10. }
12. @RequestMapping
13. **public** String errorHandle(){
14. **return** getErrorPath();
15. }
16. }

    还可以这样：

**[java]** [view plain](http://blog.csdn.net/yxsimple/article/details/46771123) [copy](http://blog.csdn.net/yxsimple/article/details/46771123)

1. @Component
2. **private** **class** MyCustomizer **implements** EmbeddedServletContainerCustomizer {
4. @Override
5. **public** **void** customize(ConfigurableEmbeddedServletContainer container) {
6. container.addErrorPages(**new** ErrorPage(HttpStatus.BAD\_REQUEST, "/screen/error"));
7. }
9. }

   6.模板引擎

    spring boot 会自动配置 FreeMarker,Thymeleaf,Velocity，只需要在pom中加入相应的依赖即可，例如应用Velocity

**[html]** [view plain](http://blog.csdn.net/yxsimple/article/details/46771123) [copy](http://blog.csdn.net/yxsimple/article/details/46771123)

1. **<dependency>**
2. **<groupId>**org.springframework.boot**</groupId>**
3. **<artifactId>**spring-boot-starter-velocity**</artifactId>**
4. **</dependency>**

    默认配置下spring boot会从src/main/resources/templates目录中去找模板

  7. jsp限制

    如果要在spring boot中使用jsp,得将应用打包成war,这里有配置的example <https://github.com/spring-projects/spring-boot/tree/master/spring-boot-samples/spring-boot-sample-web-jsp>